**ECM1400 Assessment - Battleships**

Date set: 7th November 2023

Hand-in date: 11:59am 15th December 2023

This continuous assessment (CA) comprises 100% of the module assessment.

Note that electronic submission of your code is required through the assessment item in ELE2.

The [Battleship game](https://en.wikipedia.org/wiki/Battleship_(game)) is a strategic guessing game typically played by two players. In the traditional board game, each player has a board with a grid of squares, typically 10x10, where they can place a fleet of ships without the opponent's knowledge. The objective is to sink your opponent's fleet before they sink yours. Each player takes turns to declare coordinates for their strike and the opponent replies whether that is a hit or miss until one player has no battleships remaining.
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In this assignment you will build a Python application to simulate the Battleships game. The specification for how the components of the game must be built are specified below. Some features of your application are strictly defined and specific. It is important that you adhere to these instructions as they will be tested with a testing framework so must be implemented precisely else the tests will fail. Many of the later features are less precise and open to be extended. These are intentionally less precise to enable individuals to distinguish their project from other students. In order for us to understand what has been implemented in this part of the assessment any additional features must be described with bullet points in 100 words at the top the project README file.

This document will start by outlining the concept of the game for those not familiar with Battleships then go into the technical specification for the Python application.

Key aspects of the game:

1. **Setting up the Fleet:** Before the game begins, each player arranges their ships on their own grid without showing the opponent the placement. The ships vary in size: commonly, there are five ships per player. The types of ships often include:
   * Aircraft Carrier (5 spaces)
   * Battleship (4 spaces)
   * Cruiser (3 spaces)
   * Submarine (3 spaces)
   * Destroyer (2 spaces)
2. **Gameplay:** Players take turns calling out specific grid coordinates (for example, "B-5" or "H-7") to identify a location on the opponent's grid to attack. The opponent then responds with "Hit" if the coordinate is part of a ship or "Miss" if it's an empty space. Players continue taking shots alternately until one player's entire fleet is sunk.
3. **Strategy:**Success in Battleship involves a combination of luck and strategic deduction. Players try to systematically target the opponent's ships based on previous hits and misses. Once a hit is confirmed, they use it to determine the orientation and position of the ship and concentrate fire in that area.
4. **Winning:**The game ends when one player successfully sinks the entire fleet of the opponent. The winner is the one who manages to do this first.

The game can be played with variations in rules, grid size, and ship types. The simplicity and strategic thinking required in Battleship make it a popular and classic two-player game enjoyed by many.

**Battleships as a Python application**

Now you understand the premise of the Battleships game, it is your turn to implement this into a Python application with a command-line interface and web interface to enable a user to play against an AI opponent.

You will start by building the basic components of the game and creating a one-player game loop with no opponent on a 10x10 board with 5 battleships to demonstrate the basic components of the game are functional.

**Game components:**

Create a module called ***components.py***that contains the following functions to setup the components of the game:

* Initialise board

Create a function called ***initialise\_board***with a single argument, *size*, that has a default value 10 and returns a list of lists that represents the board state. The initial board state should be empty so the list should be full of None values.

* Create battleships

Create a function called ***create\_battleships***that takes one optional argument, *filename*, which has a default value “battleships.txt”. The function should read the file and create a dictionary variable with the identifier, *battleships,*containing keys as the battleship name and the value as its size. This dictionary should be returned. No representation of position of each battleship is needed at this stage, only the name and size.

An example data structure that would be returned is provided below. This is a dictionary with two battleships, 'Ship1' and 'Ship2', with sizes of 3 and 2 respectively.

{'Ship1': 3, 'Ship2': 2}

* Place battleships

Create a function called ***place\_battleships***with two arguments, *board*and *ships*. The *board*argument should be a list of lists that was returned from an *initialise\_board*function call, and, *ships*should be a dictionary that was returned from a *create\_battleships*function call. The place\_battleships function should then update the board data structure to position the ships on the board. The function should return a list of lists representation of the board with the ship name in the value in each list item where the battleship is placed. An example board representation for a 3x3 board has been provided below to demonstrate the expected data structure if two ships from the previous demonstration were placed on the first and last row.

[['Ship1','Ship1','Ship1'],

[None,None,None],

['None,'Ship2','Ship2']]

There are multiple algorithms possible to place the ships on the board. As an extension of the core functionality add an optional algorithm argument with default value of 'simple' that can be extended to include more sophisticated algorithms for placing ships.

*Simple*- The first implementation should place each battleship horizontal on a new rows starting from (0,0).

*Random*- A second implementations should place the battleships in random positions and orientations.

*Custom*– A third implementation should allow the battleships to be placed according to a placement configuration file, placement.json.

The placement algorithm may be extended in a later feature to create difficulty levels.

Now you have the components of the game you will need to manage the game mechanics. Create a module called ***game\_engine.py*** with the following functions:

* Attack

Create a function called ***attack***that takes three arguments, a tuple called *coordinates*, e.g. (1, 1), a *board*and *battleships*. Implement the function to check is there is a battleship at that coordinate on the board for the corresponding attack. The function should return True if there is and this is a 'Hit' else if it is a 'Miss' the function should return False. Additionally, the coordinates position in the board data structure should be updated to *None*and the size value in the *battleships*dictionary should be decremented. If the value in the *battleships* data structure is decremented to zero, you have sunk that battleship.

* Command-line input for attack coordinates

Create a function called ***cli\_coordinates\_input***that takes no arguments. In this function request the user to input coordinates for an attack and process the input to return a tuple containing x and y coordinates, e.g. *(1, 4)*.

* Simple game loop

Create a function called ***simple\_game\_loop***with no arguments. This is for intermediate manual testing through the command-line interface. Within the *simple\_game\_loop*you should implement the following steps.

1.       Start the game with a welcome message.

2.       Initialise the board, the ships and place the ships using the default settings to create the game components.

3.       Prompt the user to input coordinates of their attack.

4.       Process the attack on the single board created above. Print a hit or miss message to the user each time.

5.       Repeat steps 4 and 5 until all battleships have been sunken.

6.       Print game over message.

Call the *simple\_game\_loop*function from a ***if \_\_name\_\_ == \_\_main\_\_***construct in the global namespace of the ***components.py***module so *simple\_game\_loop*can be manually tested by executing the module.

Well done, at this stage you have a single player game. However, games aren’t much fun on your own as you know the solution. Next you will use your create the logic for multiple players, including an AI opponent and add a user interface.

**Multi-player constructs**

* Players

Create a module called ***game\_engine***and create a dictionary variable in the global namespace called *players*. Store the username of each player as the key and their board and battleships as the value.

* AI opponent

Create a function called ***generate\_attack***that returns a tuple with coordinates that can be passed to the *attack*function. The coordinate produced by this function should change each time the function is called and should always be within the size of the board in play.

* AI opponent command-line game loop

Create a function called ***ai\_opponent\_game\_loop***with the following steps to allow game play through the command-line interface:

1. Start the game with a welcome message.
2. Initialise two players in the dictionary, create their battleships and board. One player will be the user and the second player will be the AI opponent. Place the battleships using the random placement algorithm for the AI opponent and custom placement algorithm for the user. Remember, there should be a placement.json file that can be updated by the user player to configure their setup.
3. Prompt the user to take their turn and input the coordinates of their attack.
4. Process the attack on the board of the AI opponent player. Print a Hit or Miss message to the user each time.
5. Generate an attack from the AI opponent against the user player and process the attack on the board of the user player. Print a Hit or Miss message to the user each time. When reporting the AI opponent Hit or Miss, include an ascii representation of the user player’s board after each turn.
6. Repeat steps 3 to 5 until all battleships for one player have been sunken.
7. Print appropriate game over message depending on whether the user won or lost.

Well done. At this stage you have a fun command-line game of battleships with a simple AI opponent. However, it’s the interface is basic in the command-line and the coordinate input and battleship placement aren't intuitive. Next we’re going to add a graphical user interface.

**The graphical user interface using Flask**

Create a new module called ***main.py***which will become the main entry point to our project. In this module you should create two functions to handle the two webpage interfaces. In the global namespace you should also create an app variable from the Flask object and initiate the application from the if \_\_name\_\_=='\_\_main\_\_' block using app.run() to launch the web server that will handle the interface. If this is not familiar don't worry instructions and examples on how to use Flask will be available in the workshops in week 8 and 9. There will be two main webpages for our interface, the Battleships Placement page, and, the Gameplay page.

* Battleship Placement page

Create a function called ***placement\_interface***with a Flask decorator to map the /placement url endpoint. In this function you must return a call to the Flask function render\_template and use the placement.html page template provided in the ELE2 assessment tile.

-          Gameplay page

Create a function called ***root***with a Flask decorator to map the empty "/" url endpoint. This function should be mapped to the main gameplay template webpage. In this function you will need to handle request variables to detect if the web request has get or post variables. If the request contains the variables to setup the board a new game has been initiated. If the request contains a coordinate, the user has input their selection and the game logic should be progressed.

Now you have the user interface constructs, you will need to integrate the logic from the command-line game with the user interface. The instructions in this step are less precise and individual solutions are expected to diverge at this stage so will be tested manually.

**Congratulations,**if you’ve completed all the steps to here you’ve implemented a web based Battleships game with an AI opponent and completed the major remit of the assessment. The final requirements are designed to stretch the most capable students and will require much more time to achieve fewer marks.

**Difficulty levels**

In order to layer further complexity into the game there is an opportunity to extend the standardised game framework provided. In order to extend the functionality add a set of configuration options that enable the game to include difficulty levels. To achieve this you may extend the following features:

Improve the AI opponent:

* Add a more sophisticated Battleship placement algorithm to add difficulty levels. This can be done through a range of pre-calculated optimal placement configuration or an adaptable model based algorithm. Of course, pre-calculated placements don't directly scale to changing board size.
* Improve the ***generate\_attack***function to create a better AI opponent. The accuracy can be significantly improved if there is a registered hit but the ship is not sunken.
* Make the game dynamics change over time. The AI opponent could learn from previous positions by creating a history. If you are feeling really ambitious you may also consider allowing the ships to move in a given direction by one space on each turn.

Add multi-player interface to the webpage:

* The client server architecture of a web interface could be ideal for multi-player gameplay with peers on remote devices. However, you need to consider how to synchronise two player mode where two users can receive updates from each others turn.
* When playing it can be useful to know how many ships you have left on your own board. Update the the gameplay webpage template and function so that the user can view their own board state alongside the previous input they have sent to attack their opponent.

**Submission**

Code will be submitted as a zip file in ELE2. All source code required to run the project must be submitted and all documentation and remote repositories containing the code should be linked and clearly referenced.

The README file should include a list of all features that you consider are complete followed by a typical README file structure. The self-assessment must be less than 200 words and understandable within 1 minute. The subsequent README must make it clear how to execute the project, the license and any other relevant details.